ЛАБОРАТОРНА РОБОТА №3

Робота з командами арифметичних операцій

|  |
| --- |
|  |

***Мета:*** ознайомлення з системами числення та переведення чисел з однієї системи в іншу; застосування арифметичних операцій над двійковими числами для на-писання програм ; застосування арифметичних операцій над десятковими (ВСD) числами для написання програм.

План:

1. Двійкова система числення.
2. Шістнадцяткова система числення.
3. Цілочисельні арифметичні команди: додавання, віднімання, множення, ділення.
4. Оператори зсуву.
5. Логічні оператори.

Короткі теоретичні відомості

Двійкова система числення

Набір цифр для двійкової системи числення:{0, 1}, основа степені *р =* 2.

Кількісний еквівалент деякого цілого n-значного двійкового числа обчислюється відповідно до формули :
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Наявність цієї системи числення обумовлено тим, що комп'ютер побудований на логічних схемах, що мають у своєму елементарному виді тільки два стани - увімкнений і вимкнений.

Наприклад, розглянемо двійкове число 10100111.

Обчислимо кількісний еквівалент цього двійкового числа це буде величина, рівна наступній сумі:

1 27 + 0 26 + 1 25 +0 24 + 0 23 + 1 22 + 1 21 + 1 20=167

Додавання і віднімання двійкових чисел виконується так само, як і для інших позиційних систем числення, наприклад десяткової. Точно так само виконуються позика і перенос одиниці з (в) старший розряд.

Наприклад:

11 11111 перенесення

110011011 +

110010101

1100110000

Шістнадцяткова система числення

Дана система числення має наступний набір цифр:

{0, 1, 2, .... 9, А, В, С, D, Е, F}, основа системи *р* = 16.

**Таблиця**

|  |  |  |
| --- | --- | --- |
| Десяткове число | Двійкова тетрада | Шістнадцяткове число |
| 0 | 0000 | 0 |
| 1 | 0001 | 1 |
| 2 | 0010 | 2 |
| 3 | 0011 | 3 |
| 4 | 0100 | 4 |
| 5 | 0101 | 5 |
| 6 | 0110 | 6 |
| 7 | 0111 | 7 |
| 8 | 1000 | 8 |
| 9 | 1001 | 9 |
| 10 | 1010 | А,а |
| 11 | 1011 | B,b |
| 12 | 1100 | С, с |
| 13 | 1101 | D,d |
| 14 | 1110 | Е,е |
| 15 | 1111 | F,f |
| 16 | 10000 | 10 |

Таблиця містить представлення десяткових чисел з діапазону 0-16 у двійковій і шістнадцятковій системах числення. Таблицю зручно використовувати для взаємного перетворення чисел. Шістнадцяткова система числення при проведені обчислень трохи складніша, ніж двійкова, зокрема, у тому, що стосується правил переносів у старші розряди. Головне тут — пам'ятати наступну рівність:

(1+F=10)16

Ці переходи дуже важливі при виконанні додавання і вирахування шістнадцяткових чисел.

![](data:image/png;base64,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)

Переведення чисел з однієї системи числення в іншу

Цілочисельні арифметичні команди

Двійкова арифметика.

**Команди додавання :**

1. inc *операнд* — операція *інкремента,* тобто збільшення значення операнда на 1;
2. add *операнд\_1,операнд\_2 —* команда додавання з принципом дії:

**операнд\_1 = операнд\_1 + операнд\_2;**

1. adc *операнд\_1,операнд\_2 —* команда додавання з урахуванням прапора переносу cf.

Приклад 3.1.: Використання команди додавання

model small

.stack 100h

.data

a dw 3h ;змінна a = 3

b dw 5h ;змінна b = 5

c dw ? ;змінна c = ?

.code

start:

mov ax, a ;копіювання змінної в регістр

add ax, b ;a + b

mov c, ax ;c = a + b

mov ax, 4c00h

int 21h

end start

**Команди віднімання:**

1. dec *операнд —* операція декремента, тобто зменшення значення операнда на 1;
2. sub *операнд\_1,операнд\_2 —* команда віднімання; її принцип дії:

**операнд\_1 = операнд\_1 - операнд\_2;**

1. sbb *операнд\_1,операнд\_2 —* команда віднімання з врахуванням позики (прапорця cf):

**операнд\_1 = операнд\_1 - операнд\_2 - значення\_сf.**

Приклад 3.2.: Використання команди віднімання

model small

.stack 100h

.data

a dw 3h ;змінна a = 3

b dw 5h ;змінна b = 5

c dw ? ;змінна c = ?

.code

start:

mov ax, b ;копіювання змінної в регістр ax

sub ax, a ;b - a

mov c, ax ;c = b - a

mov ax, 4c00h

int 21h

end start

**Команди множення**

Для множення чисел без знаку призначена команда

mul **множник\_1**

У команді зазначений усього лише один операнд-множник. Другий *операнд-множник\_2* заданий неявно. Його місце розташування фіксоване і залежить від розміру співмножників. Тому що в загальному випадку результат множення більший, ніж кожний з його співмножників, то його розмір і місце розташування повинні бути теж визначені однозначно. Варіанти розмірів співмножників і розміщення другого операнда і результату приведені в таблиці.

**Таблиця**

|  |  |  |
| --- | --- | --- |
| **співмножник1** | **співмножник2** | **Результат** |
| Байт  Слово  Подвійне слово | аl    ах  еах | 16 біт в ах: аl - молодша частина результату; ah старша частина результату  32 біт у парі dx:ax; ax — молодша частина результату; dx — старша частина результату  64 біт у парі edx:eax: еах- молодша частина результату; edx — старша частина результату |

З таблиці видно, що добуток складається з двох частин і в залежності від розміру операндів розміщується в двох місцях — на місці *множник\_2* (молодша частина) і в додаткових регістрах ah, dx, edx (старша частина).

Для множення чисел зі знаком призначена команда

**imul операнд\_ 1[, операнд\_2, операнд\_3]**

Ця команда виконується так само, як і команда mul*.* Відмінною рисою команди imul є тільки формування знака. Якщо результат малий і вміщається в одному регістрі (тобто якщо cf = of = 0), то вміст іншого регістра (старшої частини) є розширенням знака — усі його біти дорівнюють старшому біту (знаковому розряду) молодшої частини результату. В іншому випадку (якщо cf = of = 1) знаком результату є знаковий біт старшої частини результату, а знаковий біт молодшої частини є значущим бітом двійкового коду результату.

Приклад 3.3.: Використання команди множення

model small

.stack 100h

.data

a dw 3h ;змінна a = 3

b dw 5h ;змінна b = 5

c dw ? ;змінна c = ?

.code

start:

mov ax, a ;копіювання змінної в регістр ax

mul b ;a \* b

mov c, ax ;c = a \* b

mov ax, 4c00h

int 21h

end start

**Ділення**

Для ділення чисел без знака призначена команда

**div *дільник***

Дільник може знаходитися в пам'яті чи в регістрі і мати розмір 8, 16 чи 32 біт. Місцезнаходження діленого фіксоване і так само, як у команді множення, залежить від розміру операндів. Результатом команди ділення є значення частки і залишку. Варіанти місця розташування і розмірів операндів операції ділення показані в таблиці.

**Таблиця 3.1**

Розташування операндів і результату при ділені

|  |  |  |  |
| --- | --- | --- | --- |
| Ділене | Дільник | Частка | Залишок |
| Слово 16 біт  у регістрі ах | Байт -регістр чи  и комірка пам'яті | Байт у регістрі аl | Байт у регістрі ah |
| 32 біт  dx — старша частина  ах — молодша частина | 16 біт  регістр чи комірка  пам'яті | Слово 16 біт  у регістрі ах | Слово 16 біт  у регістрі dx |
| 64 біт  edx — старша частина  еах — молодша частина | Подвійне слово  32 біт  регістр чи комірка  пам'яті | Подвійне слово  32 біт  у регістрі еах | Подвійне слово  32 біт  у регістрі edx |

Після виконання команди ділення вміст прапорців невизначено, але можливе виникнення переривання з номером 0 («ділення на нуль»). Цей вид переривання відноситься до **виключень***.* Він виникає усередині мікропроцесора через аномалії під час обчислювального процесу.

Переривання 0 — «ділення на нуль» — при виконанні команди div може виникнути по причині:дільник дорівнює нулю;частка не входить у відведену під нього розрядну сітку, що може відбутися у випадках:

1. при діленні діленого завбільшки слово на дільник завбільшки байт, причому значення діленого в більш ніж 256 разів більше значення дільника;
2. при діленні діленого завбільшки подвійне слово на дільник завбільшки слово, причому значення діленого в більш ніж 65 536 разів більше значення дільника;
3. при діленні діленого завбільшки чотирикратне слово на дільник завбільшки подвійне слово, причому значення діленого в більш ніж 4 294 967 296 разів більше значення дільника.

Для ділення чисел із знаком призначена команда:

**idiv *дільник***

Для цієї команди справедливі всі розглянуті положення, що стосуються команд і чисел зі знаком. Виникнення переривання 0 «ділення на нуль» у випадку чисел зі знаком виникає при виконанні команди idiv по причині:

дільник дорівнює нулю; частка не входить у відведену для нього розрядну сітку:

що у свою чергу, може відбутися:

1. при діленні діленого завбільшки слово зі знаком на *дільник* завбільшки байт зі знаком, причому значення діленого в більш ніж 128 разів більше значення *дільника* (таким чином, частка не повинна знаходитися поза діапазоном від -128 до 127);
2. при діленні діленого завбільшки подвійне слово зі знаком на *дільник* завбільшки слово зі знаком, причому значення діленого в більш ніж 32 768 разів більше значення *дільника* (таким чином, частка не повинна знаходитися поза діапазоном від -32 768 до 32 768);
3. при діленні діленого завбільшки чотирикратне слово зі знаком на *дільник* завбільшки подвійне слово зі знаком, причому значення діленого в більш ніж 2 147 483 648 разів більше значення *дільника* (таким чином, частка не повинна знаходитися поза діапазоном від -2 147 483 648 до 2 147 483 647).

Приклад 3.4.: Використання команди ділення

model small

.stack 100h

.data

a dw 3h ;змінна a = 3

b dw 5h ;змінна b = 5

c dw ? ;змінна c = ?

.code

start:

mov ax, a ;копіювання змінної в регістр ax

div b ;a / b

mov c, ax ;c = a / b

mov ax, 4c00h

int 21h

end start

**Зміна знаку**

**neg операнд**

Десяткова арифметика

**Корекція додавання**

Для корекції операції додавання двох однозначних неупакованих BCD-чисел у системі команд мікропроцесора використовується команда

**ааа (ASCII Adjust for Addition)**

-корекція результату додавання для представлення в символьному виді. Ця команда не має операндів. Вона працює неявно тільки з регістром аl і аналізує значення його молодшої тетради.

Як і для неупакованих BCD-чисел, для упакованих BCD-чисел існує необхідність коректувати результати арифметичних операцій. Мікропроцесор має для цього команду daa:

**daa (Decimal Adjust for Addition)**

- корекція результату додавання для представлення в десятковому виді. '

Команда daa перетворить уміст регістра аl у дві упаковані десяткові цифри.

**Корекція віднімання**

**aas (ASCII Adjust for Substraction)**

- корекція результату віднімання для представлення в символьному виді.

Команда aas не має операндів і працює з регістром аl, аналізуючи його молодшу тетраду.

Корекція результату віднімання BCD-чисел здійснюється командою das:

**das (Decimal Adjust for Substraction)**

- корекція результату вирахування для представлення в десятковому виді.

**Корекція множення**

Для корекції результату після множення застосовується команда

**ааm (ASCII Adjust for Multiplication)**

- корекція результату множення для представлення в символьному виді.

Вона не має операндів і працює з регістром ах у наступним чином:

- ділить аl на 10;

-результат ділення записується так: частка — в аl, залишок — в ah.

У результаті після виконання команди ааm у регістрах аl і ah знаходяться правильні двоїчно-десяткові цифри добутку двох цифр.

**Корекція ділення**

**aad (ASCII Adjust for Division)**

- корекція розподілу для представлення в символьному виді.

Команда не має операндів і перетворить двозначне неупаковане BCD-число в регістрі ах у двійкове число. Це двійкове число згодом буде відігравати роль діленого в операції розподілу. Крім перетворення, команда aad поміщає отримане двійкове число в регістр а1.

**Перетворення типів**

Команди без операндів — ці команди працюють з фіксованими регістрами:

1. **cbw (Convert Byte to Word)** — команда перетворення байта (у регістрі а1) у слово (у регістрі ах) шляхом поширення значення старшого біта а1 на всі біти регістра ah;
2. **cwd (Convert Word to Double)** — команда перетворення слова (у регістрі ах) у подвійне слово (у регістрах dx:ax) шляхом поширення значення старшого біта ах на всі біти регістра dx;
3. **cwde (Convert Word to Double)** — команда перетворення слова (у регістрі ах) у подвійне слово (у регістрі еах) шляхом поширення значення старшого біта ах на всі біти старшої половини регістра еах;
4. **cdq (Convert Double Word to Quarter Word)** — команда перетворення подвійного слова (у регістрі еах) в чотирикратне слово (у регістрах edx:eax) шляхом поширення значення старшого біта еах на всі біти регістра edx.

Приклад 3.5.:Використання арифметичних операцій

.model small

.stack 100h

.data

a db 0ffh, 0ffh ; 255

sum dw 0

LOCAL @@

.code

start:

mov ax, @data ;завантажити усе з data в ax

mov ds, ax

mov es, ax

mov al, a

add byte ptr sum, al

adc byte ptr sum+1, 0

mov al, byte ptr a+1

add byte ptr sum, al

adc byte ptr sum+1, 0

mov ax, sum ;result = 1FEh

exit:

mov ax, 4c00h

int 21h

end start

Приклад 3.6. Використання арифметичних операцій

.386

.model small

.stack 100h

.data

X dw 250

Y dw 5

F dd ?

.code

start: mov ax,@data

mov ds,ax

;F = (12563h - 78) / ? + (Y \* 2852)

mov dx,1

mov ax,2563h

sub ax,78 ;2563h - 78

sbb dx,0

div X

mov cx,ax

mov ax, 2852

mul Y

add ax,cx

adc dx,0

mov word ptr F,ax ;F=(12563h - 78) / X +

;(Y \* 2852)

mov word ptr F+2, dx

mov ah,4Ch

int 21h

end start

Оператори зсуву

Оператори зсуву виконують зсув виразу на зазначену кількість розрядів.

Зсув логічного операнда праворуч.

Алгоритм роботи:

1. зсув всіх бітів операнда вправо на один розряд; при цьому висунутий праворуч біт стає значенням прапора перенесення CF;
2. одночасно зліва в операнд всовується нульовий біт;
3. зазначені вище дві дії повторюються кількість разів, рівне значенню другого операнда.

Команда SHR використовується для логічного зсуву розрядів операнда вправо. Так само, як і для інших зрушень, значення другого операнда (лічильника зсуву) обмежено діапазоном 0...31. Це пояснюється тим, що мікропроцесор використовує тільки п'ять молодших розрядів операнда кількість\_розрядів. На відміну від інших команд зсуву, прапор із завжди скидається в нуль в операціях зсуву на один розряд.  
Команду SHR можна використовувати для поділу цілочисельних операндів без знаку на ступені 2.

Зсув логічного операнда ліворуч.

Алгоритм роботи:

1. зсув всіх бітів операнда вліво на один розряд, при цьому висунутий зліва біт стає значенням прапора перенесення cf;
2. одночасно зліва в операнд всовується нульовий біт;
3. зазначені вище дві дії повторюються кількість разів, рівне значенню другого операнда.

Команда SHR використовується для зсуву розрядів операнда вліво. Так само, як і для інших зрушень, значення другого операнда (лічильник зсуву) обмежено діапазоном 0...31. Аналогічно іншим командам зсуву зберігається ефект, пов'язаний з поведінкою прапора of, значення якого має сенс тільки в операціях зсуву на один розряд:

1. якщо of = 1, то поточне значення прапора cf і висунутого зліва біта операнда різні;
2. якщо of = 0, то поточне значення прапора cf і висунутого зліва біта операнда збігаються.

Приклад 3.7.: Використання операторів зсуву

model small

.stack 100h

.data

a dw 3h

b dw 5h

e dw 7h

c dw ?

.code

start:

mov ax, a

;Коли виконується логічний зсув, "звільнені"

;біти заповнюються нулями.

;Останній біт збережений в прапорі CF.

shl ax, 2 ;логічний зсув ліворуч

shr ax, 3 ;логічний зсув праворуч

mov ax, 4c00h

int 21h

end start

Логічні оператори

Логічні оператори виконують над виразами побітові операції. Вирази повинні бути абсолютними, тобто такими, числове значення яких може бути обчислено транслятором.

**Логічний оператор NOT:**

Інвертування операнда - not операнд.

Виконання цієї команди не впливає на значення прапорців. Команду також можна використовувати для зміни байта, що виконує роль деякого прапора, з метою відслідковування логічних умов в програмі, але такий спосіб не є оптимальним.

flag db 0ffh ;значення прапорця — істина

...

cycl:

...

cmp flag, 0

je m1

...

m1: not flag ;встановити прапорець в істину.

**Логічний оператор OR:**

Логічне АБО, операція логічного АБО над бітами операнда призначення - or джерело, маска.

Алгоритм роботи:

1. виконати операція логічного АБО над бітами операнда призначення, використовуючи в якості маски другий операнд - маска. При цьому біт результату рівний 0, якщо відповідні біти операндів маска і призначення рівні 0, інакше - біт рівний 1;
2. записати результат операції в джерело (операнд маска залишається незмінним);
3. встановити прапорці.

Команду можна використовувати для роботи з операндами на бітовому рівні. Типове використання команди - встановлення визначених розрядів першого операнда в одиницю.

mov al, 01h

or bl, al ;встановити нулевий біт в одиницю.

**Логічний оператор XOR:**

Операція логічного виключаючого АБО (викл.АБО) над двома операндами розмірністю байт, слово або подвійне слово - xor приймач, джерело.

Алгоритм роботи:

1. виконати операцію логічного викл.АБО над операндами: біт результату рівний 1, якщо значення відповідних бітів операндів різняться, інакше - біт результату рівний 0;
2. записати результат додавання в приймач;
3. встановити прапорці.

Команда xor використовується для виконання операції логічного викл.АБО двох операндів. Результат операції поміщається в перший операнд. Цю операцію зручно використовувати для інвертування чи порівняння визначених бітів операндів.

;змінити значення біта 0 регістра al на протилежне

xor al, 01h

**Логічний оператор AND:**

Операція логічного множення для операндів приймач і джерело розмірністю байт, слово або подвійне слово - and приймач, джерело.

Алгоритм роботи:

1. - виконати операцію логічного множення над операндами джерело та приймач, кожен біт результату рівний 1, якщо відповідні біти операндів рівні 1, інакше - біт результату рівний 0;
2. - записати результат операції в приймач;
3. - встановити прапорці.

Команда and використовується для логічного множення двох операндів. Результат операції поміщається по адресі першого операнда. Цю команду зручно використовувати для примусової установки чи скидання визначених бітів операнда. Наприклад, перетворимо двозначне упаковане BCD-число в його символьний еквівалент:

u\_BCD db 25h ;упаковане BCD-число

s\_ch dw 0 ;місце для результату

...

xor ax, ax ;очистка ax

mov al, u\_BCD

shl ax, 4 ;ax=0250

mov al, u\_BCD ;ax=0225

;перетворення в символьне представлення:

and ax, 3f3fh ;ax=3235h

mov s\_ch, ax

Приклад 3.8. Використання логічних операцій

model small

.stack 100h

.data

a dw 3h ;змінна a = 3

b dw 5h ;змінна b = 5

e dw 7h ;змінна e = 7

c dw ? ;змінна c = ?

.code

start:

mov ax, a

mov dx, b

mov bx, e

not ax ;Заперечення операції змінює значення всіх бітів ;змінної, і навпаки.

;Операція один операнд, який може бути регістром ;або комірка пам'яті.

; Операція не змінює прапори.

and ax, dx ;Побітове "і" виконує логічне множення всіх пар

;бітових ;операндів.

or ax, e ;Побітове "або" виконує ;функцію логічного додавання ;всіх пар бітових операндів.

xor dx, bx ;Операція порозрядне ;виключаюче "або" виконує ;додавання по модулю 2 всіх ;пар бітових операндів.

mov ax, 4c00h

int 21h

end start

Приклад 3.9. Введення з клавіатури символу та його виведення в коді ascii

model small

.stack 100h

.data

.code

start:

MOV AH,1 ; code for "read a character"

INT 21H ; character gets put in AL

MOV AH,2 ; code for "write a character"

MOV DL,'A' ; ascii code goes in DL

INT 21H

mov ax,4c00h

int 21h

end start

Приклад 3.10. Програма попросить вас ввести рядок і завершує всоє виконання виходи. Рядок зберігається в пам'яті, починаючи з адреси оголошеної змінної. Примітка: в даному випадку, повернення каретки (код ASCII 13) або LINE-FEED (код ASCII 10) означає кінець рядка.

model small

.stack 100h

.data

value DB ?

.code

start: MOV AX, @data

MOV DS, AX

MOV DX, OFFSET value

MOV AH, 3FH

INT 21H ;виклик MS-DOS для введення рядка

MOV ax, 4c00h INT 21H

END start

**Завдання до лабораторної роботи №3**

**Перший рівень**

ЗАВДАННЯ

1.1 Наберіть наведену нижче **програму 2.1** зі значеннями:

1.2.Завантажте програму в відладчик

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Варіант** |  | **1** | **2** | **3** | **4** | **5** |
| Значення | A | 3 | 0AH | 20 | 60 | 20H |
| B | 4 | 5H | 4 | 16 | 9H |
| C | 2 | 8H | 15 | 5 | 4H |
| D | 5 | 9H | 6 | 18 | 1CH |
| Частка | AL |  |  |  |  |  |
| Залишок | AH |  |  |  |  |  |

1.3. Виконайте програму з 5 варіантами різних початкових значень змінних по крокам та запишіть результат виконання в таблицю (в регістрі AL - частка, AH - залишок). Переведіть результат в десяткову систему.

1.4. Виконайте програму по крокам. При виконанні програми заповніть таблицю

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Номер  кроку | Команда | AX | BX | CX | DX | CS | IP | DS |
|  |  |  |  |  |  |  |  |  |

**Пpогpамма 2.1**

;X =(A•2+B•C)/(D-3)

;prog1

.MODEL SMALL

.STACK 100H

.DATA

;Резервуємо память для змінних

;A,B,C,D,X

A DB ?

B DB ?

C DB ?

D DB ?

X DW ?

.CODE

start:

MOV AX,@DATA

MOV DS,AX

MOV A,3

MOV B,4

MOV C,2

MOV D,5

MOV AL,2

MUL A

MOV CX,AX

MOV AL,B

MUL C

ADD AX,CX

MOV CL,D

SUB CL,3

DIV CL

MOV X,AX

MOV AH,4CH

INT 21H

END start

**Другий рівень**

Виконати завдання 1.

**Третій рівень**

Виконати завдання 1 та 2.

ЗАВДАННЯ 1

1.1. Реалізувати програму мовою асемблера згідно варіанту.

1.2.Завантажте програму в відладчик. Виконайте програму по крокам. При виконанні програми заповніть таблицю:

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Номер  кроку | Команда | AX | BX | CX | DX | CS | IP | DS |
|  |  |  |  |  |  |  |  |  |

1.3. Виконайте програму з 5 варіантами різних початкових значень змінних по крокам та запишіть результат виконання в таблицю (в регістрі AL - частка, AH - залишок). Переведіть результат в десяткову систему.

Варіанти завдань:

|  |  |  |
| --- | --- | --- |
| № | Результат | Формула |
| **1** | S= | A+B/3+C-D |
| **2** | Q= | (A-B\*D)/P |
| **3** | Y= | (A+B)\*(C-D) |
| **4** | J= | (G-R/F)modK |
| **5** | S= | (H/R-F)\*A |
| **6** | J= | D+(F/(G-P)) |
| **7** | M= | (H-U+V)modN |
| **8** | L= | K\*R\*(K-Z) |
| **9** | P= | Y-J/(E-W) |
| **10** | R= | D+A\*(T-C) |
| **11** | N= | J/(E+A)\*G |
| **12** | U= | (A-B-C)modZ |
| **13** | A= | (K/D+E)\*V |
| **14** | B= | S/R\*(G-L) |
| **15** | C= | Q-F/(A\*B) |

ЗАВДАННЯ 2

2.1. Реалізувати програму мовою асемблера згідно варіанту.

2.2.Завантажте програму в відладчик. Виконайте програму по крокам. При виконанні програми заповніть таблицю:

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Номер  кроку | Команда | AX | BX | CX | DX | CS | IP | DS |
|  |  |  |  |  |  |  |  |  |

2.3. Виконайте програму з 5 варіантами різних початкових значень змінних по крокам та запишіть результат виконання в таблицю (в регістрі AL - частка, AH - залишок). Переведіть результат в десяткову систему.

**Варіанти завдань:**

|  |  |  |
| --- | --- | --- |
| № | Результат | Формула |
| **1** | S= | (A+3B+C-D) / 3D+(F/(G-2P)) |
| **2** | Q= | 4D+2A\*(3T-C) + (A-B\*D)/P |
| **3** | Y= | ((G-R/2F)modK )-(2A+B)\*(5C-D) |
| **4** | J= | (6G-5R/3F)modK- K\*R\*(K-Z) |
| **5** | S= | (2H/R-4F)\*A-(K/3D+E)\*2V |
| **6** | J= | 4Q-F/(A\*5B)+ 2D+(F/(4G-P)) |
| **7** | M= | ((H-U+3V)modN) / (A-B-3C)modZ |
| **8** | L= | 2K\*3R\*(4K-5Z)- J/(E+A)\*2G |
| **9** | P= | Y-J/(5E-2W)- D+A\*(4T-C) |
| **10** | R= | D+A\*(4T-C)+ J/(E+A)\*5G |
| **11** | N= | J/(E+A)\*G+(K/D+E)\*V |
| **12** | U= | (A-B/C)modZ+(A\*B-C)modZ |
| **13** | A= | (K/D+E)\*V- S/R\*(G+L) |
| **14** | B= | S/R\*(G-3L)- 2S/R\*(G+L) |
| **15** | C= | 5Q-F/(A\*B)/ S+2R\*(G-L) |

**Контрольні запитання**

1. Команди основних арифметичних операцій.
2. По якому біту регістра флагів можна встановити, що віднімання привело до від’ємного результату?
3. Алгоритми виконання основних арифметичних операцій для двійкових чисел.
4. Алгоритми виконання основних арифметичних операцій для ВСD-чисел.
5. Призначення команди ADD.
6. Призначення команди ADC.
7. Призначення команди SUB.
8. Призначення команди DIV.
9. Призначення команди XOR.
10. Призначення команди NOT.